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Разработать программу работы с ***бинарным деревом поиска***, в которую включить основные функции манипуляции данными и функцию в соответствии со своим вариантом из таблицы, представленной ниже.

**Вариант 4**

Вершина бинарного дерева содержит ключ, строку и два указателя на потомков. Написать функцию, которая подсчитывает число ветвей от корня до ближайшей вершины с заданным ключом, и выводит их.

#include <iostream>

#include <string.h>

using namespace std;

// Cоздаем шаблонный класс Tree

template<typename T>

class Tree

{

private:

template<typename T>

// Cоздаем шаблонный класс Node - элемент дерева

class Node

{

public:

// Указатель на правый элемент

Node<T>\* right;

// Указатель на левый элемент

Node<T>\* left;

// Данные

T data;

// Ключ

int key;

// Конструктор для узла дерева

Node(T data, int key, Node<T>\* right = nullptr, Node<T>\* left = nullptr)

{

// Записываем данные в экземпляр объекта Node

this->data = data;

this->key = key;

this->right = right;

this->left = left;

}

};

// Указатель на корень дерева

Node<T>\* Root;

public:

// Конструктор основного класса

Tree();

// Методы класса для работы с деревом

Node<T>\* getRoot()

{

return Root;

}

int getSize()

{

return Size;

}

void print(Node<T>\* t, int level);

void insert(T data, int key);

void findMax(Node<T>\* current, int key, int level);

int Size;

T sum;

};

template<typename T>

// Конструктор главного класса

Tree<T>::Tree()

{

// Задаем начальные значения

Root = nullptr;

Size = 0;

}

template<typename T>

// Метод поиска максимального значения

void Tree<T>::findMax(Node<T>\* current, int key, int level)

{

// Проверка на пустоту дерева

if (current != nullptr)

{

findMax(current->left, key, level + 1);

if (current->key == key)

{

cout << "Количество ветвей: " << level;

}

findMax(current->right, key, level + 1);

}

}

template<typename T>

// Метод вывода элементов дерева

void Tree<T>::print(Node<T>\* t, int level)

{

// Проверка на пустоту

if (t != nullptr)

{

// Рекунрсивно выводим элементы дерева с отступами, в зависимости от занчения level

print(t->left, level + 1);

for (int i = 0; i < level; i++)

cout << " ";

cout << t->key << " " << t->data << endl;

print(t->right, level + 1);

}

}

template<typename T>

// Метод добавления нового элемента в дерево

void Tree<T>::insert(T data, int key)

{

// Создаем временные переменные на текущий и предыдущий элементы

Node<T>\* current = Root;

Node<T>\* prev = nullptr;

// Проверка на пустоту дерева

if (Root == nullptr)

{

// Записываем в корень первый элемент

Root = new Node<T>(data, key);

}

else

{

// Перебираем дерево, пока не дойдем до конца

while (current != nullptr)

{

// Записываем в prev текущее значение и в зависимости от значения ключа смещаем current

prev = current;

if (key > current->key)

{

current = current->right;

}

else

{

current = current->left;

}

}

// Сравнения значения ключа последнего элемента с текущим и создаение нового

if (key > prev->key)

{

prev->right = new Node<T>(data, key);

}

else

{

prev->left = new Node<T>(data, key);

}

}

Size++;

}

// Подсчет числа ветвей от корня до ближайшей вершины

void countBranches()

{

Tree<string> tree;

tree.insert("Artiom", 19);

tree.insert("Ivan", 17);

tree.insert("Stepan", 21);

tree.insert("Gleb", 15);

tree.insert("Alex", 23);

tree.insert("Egor", 13);

tree.insert("Anton", 25);

tree.insert("Petr",11);

tree.insert("Stas", 27);

tree.print(tree.getRoot(), 0);

cout << endl << endl;

int N;

cout << "Введите ключ для подсчета ветвей до элемента: ";

cin >> N;

tree.findMax(tree.getRoot(), N, 1);

}

int main()

{

setlocale(0, "ru");

countBranches();

return 0;

}
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Доп. задачи

**Вариант 14**

Вершина бинарного дерева содержит ключ и два указателя на потомков. Написать функцию вычисления среднего арифметического всех элементов дерева.

#include <iostream>

#include <string.h>

using namespace std;

// Cоздаем шаблонный класс Tree

template<typename T>

class Tree

{

private:

template<typename T>

// Cоздаем шаблонный класс Node - элемент дерева

class Node

{

public:

// Указатель на правый элемент

Node<T>\* right;

// Указатель на левый элемент

Node<T>\* left;

// Данные

T data;

// Ключ

int key;

// Конструктор для узла дерева

Node(T data, int key, Node<T>\* right = nullptr, Node<T>\* left = nullptr)

{

// Записываем данные в экземпляр объекта Node

this->data = data;

this->key = key;

this->right = right;

this->left = left;

}

};

// Указатель на корень дерева

Node<T>\* Root;

public:

// Конструктор основного класса

Tree();

// Методы класса для работы с деревом

Node<T>\* getRoot()

{

return Root;

}

int getSize()

{

return Size;

}

void print(Node<T>\* t, int level);

void insert(T data, int key);

void findAverage(Node<T>\* current);

void findMax(Node<T>\* current, int key, int level);

int Size;

T sum;

};

template<typename T>

// Конструктор главного класса

Tree<T>::Tree()

{

// Задаем начальные значения

Root = nullptr;

Size = 0;

}

template<typename T>

// Метод нахождения среднего арифметического всех элементов дерева

void Tree<T>::findAverage(Node<T>\* current)

{

if (current != nullptr)

{

findAverage(current->left);

sum += current->data;

findAverage(current->right);

}

}

template<typename T>

// Метод поиска максимального значения

void Tree<T>::findMax(Node<T>\* current, int key, int level)

{

// Проверка на пустоту дерева

if (current != nullptr)

{

findMax(current->left, key, level + 1);

if (current->key == key)

{

cout << level;

}

findMax(current->right, key, level + 1);

}

}

template<typename T>

// Метод вывода элементов дерева

void Tree<T>::print(Node<T>\* t, int level)

{

// Проверка на пустоту

if (t != nullptr)

{

// Рекунрсивно выводим элементы дерева с отступами, в зависимости от занчения level

print(t->left, level + 1);

for (int i = 0; i < level; i++)

cout << " ";

cout << t->key << " " << t->data << endl;

print(t->right, level + 1);

}

}

template<typename T>

// Метод добавления нового элемента в дерево

void Tree<T>::insert(T data, int key)

{

// Создаем временные переменные на текущий и предыдущий элементы

Node<T>\* current = Root;

Node<T>\* prev = nullptr;

// Проверка на пустоту дерева

if (Root == nullptr)

{

// Записываем в корень первый элемент

Root = new Node<T>(data, key);

}

else

{

// Перебираем дерево, пока не дойдем до конца

while (current != nullptr)

{

// Записываем в prev текущее значение и в зависимости от значения ключа смещаем current

prev = current;

if (key > current->key)

{

current = current->right;

}

else

{

current = current->left;

}

}

// Сравнения значения ключа последнего элемента с текущим и создаение нового

if (key > prev->key)

{

prev->right = new Node<T>(data, key);

}

else

{

prev->left = new Node<T>(data, key);

}

}

Size++;

}

// Среднее арифметическое всех элементов дерева

void average()

{

Tree<int> tree;

tree.insert(5, 19);

tree.insert(10, 21);

tree.insert(15, 17);

tree.insert(20, 23);

tree.insert(25, 15);

tree.insert(30, 25);

tree.insert(35, 13);

tree.insert(40, 27);

tree.insert(45, 11);

tree.print(tree.getRoot(), 0);

tree.findAverage(tree.getRoot());

cout << "Среднее арифметическое: " << tree.sum / tree.Size;

}

int main()

{

setlocale(0, "ru");

average();

return 0;

}

**![](data:image/png;base64,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)**

**Вариант 8**

Вершина бинарного дерева содержит ключ, 2 целых числа и два указателя на потомков. Написать функцию удаления вершины с максимальной суммой 2 целых значений узла.

#include <iostream>

#include <string.h>

using namespace std;

template<typename T>

// Создаем шаблонный класс Tree

class Tree

{

private:

template<typename T>

// Создаем шаблонный класс Node - элемент дерева

class Node

{

public:

Node<T>\* right; // Указатель на правый элемент

Node<T>\* left; // Указатель на левый элемент

// Данные

T dataF;

T dataS;

int key;

int sum;

// Конструктор для узла дерева

Node(T dataF, T dataS, int key, Node<T>\* right = nullptr, Node<T>\* left = nullptr)

{

// Записываем данные в экземпляр объекта Node

this->dataF = dataF;

this->dataS = dataS;

this->key = key;

this->right = right;

this->left = left;

this->sum = dataS + dataF;

}

};

int Size;

Node<T>\* Root; // Указатель на корень дерева

public:

Tree(); // Конструктор основного класса

// Методы класса для работы с деревом

Node<T>\* getRoot()

{

return Root;

}

int getSize()

{

return Size;

}

void print(Node<T>\* t, int level);

void insert(T dataF, T dataS, int key);

void del(int key);

void findMax(Node<T>\* current);

int MAX;

int index;

};

template<typename T>

// Конструктор главного класса

Tree<T>::Tree()

{

// Задаем начальные значения

Root = nullptr;

Size = 0;

MAX = 0;

index = 0;

}

template<typename T>

// Метод поиска максимального значения

void Tree<T>::findMax(Node<T>\* current)

{

// Проверка на пустоту дерева

if (current != nullptr)

{

// Рекурсивно перебираем элементы справа и слева и с помощью условия находим максимальную сумму

findMax(current->left);

if (MAX < current->sum)

{

MAX = current->sum;

index = current->key;

}

findMax(current->right);

}

}

template<typename T>

// Метод удаления вершины

void Tree<T>::del(int key)

{

Node<T>\* Del, \* Prev\_Del, \* R, \* Prev\_R;

Del = Root;

Prev\_Del = NULL;

while (Del != NULL && Del->key != key) // Поиск элемента и его родителя

{

Prev\_Del = Del;

if (Del->key > key)

Del = Del->left;

else

Del = Del->right;

}

if (Del == NULL) // Элемент не найден

{

puts("\nНет такого ключа");

return;

}

if (Del->right == NULL) // Поиск элемента R для замены

R = Del->left;

else

{

if (Del->left == NULL)

R = Del->right;

else

{

// Поиск самого правого элемента в левом поддереве

Prev\_R = Del;

R = Del->left;

while (R->right != NULL)

{

Prev\_R = R;

R = R->right;

}

// Найден элемент для замены R и его родителя Prev\_R

if (Prev\_R == Del)

R->right = Del->right;

else

{

R->right = Del->right;

Prev\_R->right = R->left;

R->left = Prev\_R;

}

}

}

if (Del == Root)

Root = R; // Удаление корня и замена его на R

else

{

// Поддерево R присоединяется к родителю удаляемого узла

if (Del->key < Prev\_Del->key)

{

Prev\_Del->left = R; // На левую ветвь

}

else

Prev\_Del->right = R; // На правую ветвь

}

int tmp = Del->key;

cout << "\nУдален элемент с ключом " << tmp << endl;

delete Del;

Size--;

}

template<typename T>

// Метод вывода элементов дерева

void Tree<T>::print(Node<T>\* t, int level)

{

// Проверка на пустоту

if (t != nullptr)

{

// Рекунрсивно выводим элементы дерева с отступами, в зависимости от занчения level

print(t->left, level + 1);

for (int i = 0; i < level; i++)

cout << " ";

cout << t->key << " (" << t->dataF << " " << t->dataS << ")" << endl;

print(t->right, level + 1);

}

}

template<typename T>

// Метод добавления нового элемента в дерево

void Tree<T>::insert(T dataF, T dataS, int key)

{

// Создаем временные переменные на текунщий и на предыдущий элементы

Node<T>\* current = Root;

Node<T>\* prev = nullptr;

// Проверка на пустоту дерева

if (Root == nullptr)

{

// Записываем в корень первый элемент

Root = new Node<T>(dataF, dataS, key);

}

else

{

// Перебираем дерево, пока не дойдем до конца

while (current != nullptr)

{

// Записываем в prev текущее значение и в зависимости от значения ключа смещаем current

prev = current;

if (key > current->key)

{

current = current->right;

}

else

{

current = current->left;

}

}

// Сравнения значения ключа последнего элемента с текущим и создаение нового

if (key > prev->key)

{

prev->right = new Node<T>(dataF, dataS, key);

}

else

{

prev->left = new Node<T>(dataF, dataS, key);

}

}

Size++;

}

// Удаление вершины с максимальной суммой 2 целых значений узла

void deleteMax()

{

Tree<int> tree;

tree.insert(10, 11, 19);

tree.insert(16, 15, 21);

tree.insert(13, 5, 17);

tree.insert(14, 16, 23);

tree.insert(11, 6, 15);

tree.insert(12, 18, 25);

tree.insert(17, 7, 13);

tree.insert(17, 7, 27);

tree.insert(17, 7, 11);

tree.print(tree.getRoot(), 0);

cout << endl << endl;

tree.findMax(tree.getRoot());

tree.del(tree.index);

cout << endl;

tree.print(tree.getRoot(), 0);

}

int main()

{

setlocale(0, "ru");

deleteMax();

return 0;

}
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**Вариант 3**

Вершина бинарного дерева содержит ключ, строку и два указателя на потомков. Написать функцию вывода всех элементов дерева по уровням: корень дерева, вершины 1-го уровня, вершины 2-го уровня, ... и т. д.

#include <iostream>

#include <string.h>

using namespace std;

// Cоздаем шаблонный класс Tree

template<typename T>

class Tree

{

private:

template<typename T>

// Cоздаем шаблонный класс Node - элемент дерева

class Node

{

public:

// Указатель на правый элемент

Node<T>\* right;

// Указатель на левый элемент

Node<T>\* left;

// Данные

T data;

// Ключ

int key;

// Конструктор для узла дерева

Node(T data, int key, Node<T>\* right = nullptr, Node<T>\* left = nullptr)

{

// Записываем данные в экземпляр объекта Node

this->data = data;

this->key = key;

this->right = right;

this->left = left;

}

};

// Указатель на корень дерева

Node<T>\* Root;

public:

// Конструктор основного класса

Tree();

// Методы класса для работы с деревом

Node<T>\* getRoot()

{

return Root;

}

int getSize()

{

return Size;

}

void print(Node<T>\* t, int level);

void insert(T data, int key);

void findAverage(Node<T>\* current);

void findMax(Node<T>\* current, int key, int level);

int Size;

T sum;

};

template<typename T>

// Конструктор главного класса

Tree<T>::Tree()

{

// Задаем начальные значения

Root = nullptr;

Size = 0;

}

template<typename T>

// Метод нахождения среднего арифметического всех элементов дерева

void Tree<T>::findAverage(Node<T>\* current)

{

if (current != nullptr)

{

findAverage(current->left);

sum += current->data;

findAverage(current->right);

}

}

template<typename T>

// Метод поиска максимального значения

void Tree<T>::findMax(Node<T>\* current, int key, int level)

{

// Проверка на пустоту дерева

if (current != nullptr)

{

findMax(current->left, key, level + 1);

if (current->key == key)

{

cout << level;

}

findMax(current->right, key, level + 1);

}

}

template<typename T>

// Метод вывода элементов дерева

void Tree<T>::print(Node<T>\* t, int level)

{

// Проверка на пустоту

if (t != nullptr)

{

// Рекунрсивно выводим элементы дерева с отступами, в зависимости от занчения level

print(t->left, level + 1);

for (int i = 0; i < level; i++)

cout << " ";

if (level == 0)

{

cout << "Корень: " << t->key << " " << t->data << endl;

}

else

{

cout << "Уровень " << level << ": " << t->key << " " << t->data << endl;

}

print(t->right, level + 1);

}

}

template<typename T>

// Метод добавления нового элемента в дерево

void Tree<T>::insert(T data, int key)

{

// Создаем временные переменные на текущий и предыдущий элементы

Node<T>\* current = Root;

Node<T>\* prev = nullptr;

// Проверка на пустоту дерева

if (Root == nullptr)

{

// Записываем в корень первый элемент

Root = new Node<T>(data, key);

}

else

{

// Перебираем дерево, пока не дойдем до конца

while (current != nullptr)

{

// Записываем в prev текущее значение и в зависимости от значения ключа смещаем current

prev = current;

if (key > current->key)

{

current = current->right;

}

else

{

current = current->left;

}

}

// Сравнения значения ключа последнего элемента с текущим и создаение нового

if (key > prev->key)

{

prev->right = new Node<T>(data, key);

}

else

{

prev->left = new Node<T>(data, key);

}

}

Size++;

}

// Вывод всех элементов дерева по уровням

void getLevel()

{

Tree<int> tree;

tree.insert(5, 19);

tree.insert(10, 21);

tree.insert(15, 17);

tree.insert(20, 23);

tree.insert(25, 15);

tree.insert(30, 25);

tree.insert(35, 13);

tree.insert(40, 27);

tree.insert(45, 11);

tree.print(tree.getRoot(), 0);

}

int main()

{

setlocale(0, "ru");

getLevel();

return 0;

}
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